**Prova scritta del 01/2018  
1 – Disegnare nell’apposito spazio sulla destra (che corrisponde al RelativeLayout esterno) i widgets specificati dal seguente codice XML.**

?xml version="1.0" encoding="utf-8"?>  
<RelativeLayout  
 xmlns:android="http://schemas.android.com/apk/res/android"  
 android:layout\_width="match\_parent"  
 android:layout\_height="match\_parent">  
  
 <LinearLayout  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:orientation="horizontal"  
 android:layout\_centerHorizontal="true"  
 android:layout\_centerVertical="true">  
  
 <Button  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:text="Button"/>  
  
 <LinearLayout  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:orientation="vertical">  
  
 <Button  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:text="Button"/>  
  
 <Button  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:text="Button"/>  
  
 <Button  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:text="Button"/>  
  
 </LinearLayout>  
  
 <Button  
 android:layout\_width="wrap\_content"  
 android:layout\_height="wrap\_content"  
 android:text="Button"/>  
  
 </LinearLayout>  
  
</RelativeLayout>

**![](data:image/png;base64,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)**

**2 – Il seguente codice incomplete è un CustomAdapter per una lista customizzata di oggetti Object. Ogni oggetto Object possiede i getter getString() e getInt(). Il file di layout “list\_element” contiene 2 TextView con i seguenti identificativi: “stringa” e “intero”. Completare il CustomAdapter per creare la view di ogni singolo elemento.**

@Override  
public View getView(int position, View v, ViewGroup parent) {

if(v == null) {  
 v = infater.inflate(R.layout.list\_element, null);  
 }

TextView tv\_1 = (TextView) findViewById(R.id.stringa);  
 TextView tv\_2 = (TextView) findViewById(R.id.intero);

Object o = getItem(position);

tv\_1.setText(o.getString());  
 tv\_2.setText(o.getInt());

return v;

}

**3 – Si spieghi il meccanismo del backstack. In relazione a tale meccanismo che differenza c’è fra un’activity e un frammento?**

Più activity possono coesistere tra loro e sono organizzate in un backstack. Esempio: solitamente un task (insieme di activity con le quali l’utente interagisce) parte dalla Home. Quando l’utente clicca su un’icona e lancia una nuova activity l’app è mostrata a schermo (foreground). Nel momento in cui vengono lanciate nuove activity, la corrente viene messa nel backstack e ci si può tornare col pulsante back.

Un task con le sue activity può essere spostato in background (quando l’utente inizia un nuovo task o clicca su Home per esempio) e le sue activity sono messe in stato di Stop ma il loro backstack resta intatto.

Il backstack considera solo lea activity, per i fragments dobbiamo gestirlo manualmente, per inserire i cambiamenti nel backstack bisogna creare un metodo addToBackStack(). Nel caso in cui non chiameremo il metodo addToBackStack() i cambiamenti andranno persi.

**4 – Si completi il disegno sotto stante il ciclo di vita di un’activity. Si descriva un’operazione che è solitamente effettuata in onStart(), con la corrispondente operazione effettuata in onStop(), e un operazione solitamente effettuata in onResume() con la corrispondente operazione effettuata in onPause().**

onCreate, onStart, onResume, onPause, onStop, onDestroy.

Un’operazione che solitamente viene effettuata in on

Un’operazione che solitamente viene effettuata in onResume è la registrazione dei listener realativi ai sensori, con il rilascio nel metodo onPause.

**5 – Si forniscano degli spezzoni di codice per il lancio di una nuova activity con un Intent esplicito e con un intent implicito. Si spieghi cosa è necessario per lanciare l’intent implicito.**

Per lanciare una nuova activity con l’utilizzo di un Intent esplicito bisogna indicare la classe della activity che si vuole lanciare:  
Intent i = new Intent(getApplicationContext(), SecondaActivity.class);  
startActivity(i);

Per lanciare una nuova activity con l’utilizzo di un intent implicito, non server indicare la classe dell’activity, poiché android ne sceglierà una adatta in basse all’action, type, uri, category.  
Esempio:  
Intent geoIntent = new Intent(Uri.parse(getApplicationContext(), “geo:0,0?q=”+address));  
startActivity(geoIntent);

**6 – Descrivi I tipi utilizzati per i parametri nella classe AsyncTask <Type1, Type2, Type3>. Qual è il ruolo di Type1, Type2, Type3? Fornire un esempio per rendere chiara la risposta.**

Questi tre tipi di dato saranno rispettivamente il tipo di dato accettato in input dai metodi doInBackground, onProgressUpdate, onPostExecute.

Un esempio è il seguente:

class LoadIconTask extends AsyncTask <Integer, Integer, Bitmap> {  
 private Integer index = 1;

@Override  
 protected void onPreExecute() {  
 ProgressBar.setVisibility(ProgressBar.VISIBLE);  
 }

@Override  
 protected Bitmap doInBackground(Integer… ids) {  
 Bitmap img;  
 img = BitmapFactory.decodeResource(  
 getResources(), img\_ids[0]);

for(int I = 0; I < 10; i++)   
 publishProgress(i);

return img;  
}

@Override  
 protected void onProgressUpdate(Integer… values) {  
 partialLoad();  
 progressBar.setStatus(values[0]);  
 if(values[0] > 75)  
 Toast.newToast(getApplicationContext(),  
 “Caricamento quasi finite”,  
 Toast.LENGHT\_LONG);  
 }

@Override  
 protected void onPostExecute(Bitmap result) {  
 ProgressBar.setStatus(0);  
 ProgressBar.setVisibility(ProgressBar.INVISIBLE);  
 imageView.setImageBitmap(result);  
 }

**7 – In che modo (o modi) varie activity che fanno parte della stessa app possono condividere dati? Si discuta dei vantaggi e svantaggi di ciascuno dei modi descritti.**

Varie activity che fanno parte della stessa app possono condividere dati tramite i data storage ovvero:  
- SharedPreferences: prevede di salvare e recuperare dati usando coppie di chiave-valore. Questi dati verranno salvati all’interno di un file xml e saranno accessibili solo dalle activity dell’applicazione.   
Il vantaggio e che non ha bisogno di stream, lo svantaggio e che utilizzando una coppia chiave valore per molti dati diventa scomodo.  
- File: per ogni app il sistema operativo prevede una directory privata, solo l’app può accedere a questa directory e se l’app viene disinstalla la directory viene cancellata. Per creare, scrivere, leggere un file utilizziamo gli stream, al file possono essere assegnata anche modalità come MODE\_APPEND. Il vantaggio e che è una soluzione ottima per salvare molti dati, lo svantaggio risiede nell’utilizzo degli stream.  
- Database: i dati vengono salvati all’interno di un database, Android fornisce un supporto per database SQL. Il vantaggio di utilizzare un database e che i dati vengono salvati in tabelle, mentre lo svantaggio e che si può lavorare sui dati solo tramite SQL.

**8 – Il seguente frammento di codice mostra un OnTouchListener per un MotionEvent. Si completi il codice facendo in modo che la variabile counter (si assumi che tale variabile sia accessibile globalmente) contenga sempre il numero di dita che stanno toccando lo schermo.**

public boolean onTouch(View v, MotionEvent event) {  
   
 switch (event.getActionMasked()) {  
 case MotionEvent.*ACTION\_DOWN*:  
 counter = 1;  
 break;  
 case MotionEvent.*ACTION\_POINTER\_DOWN*:  
 counter++;  
 break;  
 case MotionEvent.*ACTION\_UP*:  
 counter = 0;  
 break;  
 case MotionEvent.*ACTION\_POINTER\_UP*:  
 counter--;  
 break;  
  
 case MotionEvent.*ACTION\_MOVE*: {  
 break;  
 }  
 }  
 return true;  
}

**9 – Si spieghi come avviene la misurazione e il posizionamento delle view di un layout. Perché in alcuni casi i metodi v.getWidth e v.getHeight, dove v è una view del layout, usati in onCreate() restituiscono 0?**

**10 – Che cos’è un Toast customizzato? Si spieghi come implementare un Toast customizzato.**

Un toast customizzato è un breve messaggio temporaneo personalizzato che serve al programmatore per dare un feedback a colui che andrà ad utilizzare l’applicazione.

Public void showCustomToast(View v) {  
 Toast toast = new Toast(getApplicationContext());  
 toast.setGravity(Gravity.CENTER\_VERTICAL, 0 , 0);  
 toast.setDuration(Toast.LENGTH\_LONG);  
 toast.setView(  
 getLayoutInflater().inflate(R.layout.custom\_toast, null));  
 toast.show();  
}